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ABSTRACT

For past couple of years agile software methods have been quite popular among the researchers. Agile models are known as light weight in contrast with conventional software development methodologies, due to their casual, versatile, and adaptable style. Agile frameworks became heartily accepted by the software society in view of their concentration towards timely software conveyance, product quality and user satisfaction. For the fulfillment of requirements and needs of different software projects multiple agile frameworks are present to choose from. Out of these models Extreme Programming and Scrum are the most recognizable and generally utilized frameworks. This research contributes by investigating these two frameworks thoroughly. This paper conducts a comprehensive comparison between Scrum and Extreme programming to track down their commonalities, dissimilarities and investigate those attributes which complement each other.
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1. INTRODUCTION

Software development methodologies are utilized for creating all kinds of projects whether small and easy or big and complex. These methodologies minimize the risks of project failure. They are very helpful in developing software in sectors like academic and industries [1]. There are different software development methods present like waterfall, spiral and agile [2][3][4][5]. Due to the benefits and the attributes presented by agile methodologies, agile frameworks have taken the place of traditional models in the software community [6][7][8][9]. These attributes tackle the necessities of present-day development of software. The scholars, analysts and software practitioners blended the best practices and features to conquer the
downfalls of traditional models [10]. To produce good quality product, agile frameworks deliver the software considerably fast [11]. Agile frameworks are iterative and incremental in nature hence user’s requirements are fulfilled by constantly delivering fragmentary and partly done software [12][13][14]. Any change in client’s requirements is also easily handled during any phase of development. These models have proven effective for handling the changing business environment [15][16][17][18]. Agile methodologies have been getting admired for quite some time now as they are simple, adaptable, and perfectly suitable for today’s requirements of software development. They have proved to be quite resourceful in various fields like business and education system [18]. Feature driven development [19], Adaptive software development, Dynamic system development method, Lean software development, Scrum and Extreme programming [2] are the examples of agile models. These different agile methods also include a variety of techniques like test-driven development [20].

The most utilized agile frameworks are Scrum and Extreme Programming particularly for limited scope projects. Extreme programming has 6 phases in the development process. 12 best practices of Software engineering are used during these phases. Extreme programming utilizes these practices to achieve better quality software [21]. Change in requirements can be easily managed due to its adaptable, lightweight and iterative nature even in the last stages of development [22][13]. A great interest has been observed as well in customizing XP as it is simple and flexible [23]. An example of such customization is Scaled Extreme Programming [24] XP also assists the developers to consistently recognize and get work done on the software artifacts with higher priorities [15]. Scrum is an iterative project management model which gives a straightforward ‘inspect and adapt’ system [25]. In this model the delivery of the software is in increments known as Sprints. The scrum model is very useful for projects that are complex especially the ones with requirements and essential technology that is still immature [26] and out of all the agile models, Scrum is the most frequently used [27][5][28][29]. It is a very popular model and adopted all around the world. Scrum was also found to be widely used at Microsoft [30]. Like XP, Scrum can also be customized [10]. Many hybrid models of scrum have been developed within the agile family [6]. These two agile frameworks, XP, and Scrum have quite a few similarities and differences. This study is directed to investigate and analyze them thoroughly. This examination gives a profound understanding of these two approaches that will significantly be quite useful for developers and analysts.

A systematic research process is performed in this paper for the comparison study of XP and Scrum. To perform a successful systematic research process, an appropriate research method is required which can assist in accomplishing all the research objectives. Multiple
studies have been conducted which provide a guideline for the systematic research process [10][23][31]. A systematic search strategy was formed based on these studies which was adopted in this paper. Generally, Systematic research process consists of 3 fundamental steps; plan, conduct and document. The steps which are included in our research methodology are as follows; Research questions are defined, keywords are stated to form the query string, research space is specified to collect data, inclusion and exclusion criteria for articles and studies is defined, literature is extracted based on this criteria, quality of the study is assessed, required data is synthesized and lastly the results are documented [32].

The remaining paper is divided into following sections: Section 2 explains Scrum, Section 3 describes Extreme programming extensively and Section 4 presents the comparison of both models in detail.

2. THEORETICAL FRAMEWORK

In 1995 Sutherland and Ken Schwaber came up with an iteration-based software development framework. Later, it began to be known as Scrum when Ken Schwaber and Mike Beedle released a book called "Agile Development Software with Scrum" in year 2001. Scrum tackles loopholes of previous frameworks effectively and its every release is as per the changing customer demands. The overall process is completely transparent, well-inspected and easily adaptable. This strong check and balance system assures quick elimination of anomalies and timely results [33]. The product is released in phases called Sprints. The duration of sprints is 30 days or less. This model consists of 3 roles, 4 ceremonies and 3 artifacts.

2.1 Scrum Phases

There is Pregame, Game and Post game [34].

Pregame: Pregame defines the tentative vision based on customer expectations and market demand. This vision is continuously modified throughout the process later. The main purpose in this initial phase is to create a Product Backlog which has a list of functional and non-functional requirements [33]. Other form of data which needs to be reported is time and cost estimation plus the number of releases and the expected delivery date. For all these things, you need people, tools and funds [35]. So, the backlog contains this information as well. It has the names of members, the required development tools and the minimum number of finances needed to carry out each step of the plan. Fig. 1. Shows framework of scrum.

Game: Game happens in Sprints. Sprint is a one to four weeks period-based process in which you create, wrap, check and modify the product in question [34].
Post-game: In this phase, the final product is released, and the integration test is performed. Of course, this is after ascertaining that all the established requirements have been met. The user manual and training materials are also prepared to facilitate the user.

2.2 Sprint Cycle

The product backlog sets guidelines for the software [34]. The Scrum Master guides the team in its development phase and before the actual delivery of the product. The following steps are taken in the overall process

Sprint Planning and Daily Scrum: First, the scrum master and the product owner decide on the requirements. The priority tasks are filtered and guidelines for understanding the user needs are established. Next, the mission is handed to the team members after clearly communicating the requirements [36]. The self-driven, self-organizing and highly trained professionals, who despite having zero involvement from the outside, are expected to answer the following questions on almost a routinely basis [37].

- What is the progress so far?
- Are there any deviations from the established sprint goals?
- Are there any nuisances in the process?

Of course, the goal is to keep a tight check on the over-all performance without disrupting anybody’s personal space for quick and efficient results.

3. LITERATURE REVIEW

Each sprint is developed and tested as per the guidelines and established priority, as communicated by the master. Now the sprints are reviewed by the boss and the owner. A detailed inspection is carried out to check whether the product is in line with the customer requirements. Next, a meeting is held where thoughts and opinions between the two parties are shared in detail. Based on this discussion, the next course of action is decided. The team members might have to completely re-think and design the sprint if the owner deems it necessary. For a 1-month sprint, the maximum duration of a sprint review is 4 hours [38].

Having established the basic plan, the next meeting is all about the improvements that could be made. The two parties check for any loopholes and decide on the remedial measures. Scrum is the team established for product development. It consists of one, the product owner, two, the scrum master and three, the team members [37]. The product owner is the master of all trades.

He creates the project schedules, manages finances, negotiates with the shareholders, and communicates their needs to the team. He has a fairly good idea of market’s strengths and
weaknesses and understands his team [39]. Therefore, it is imperative that he has strong grip on both the management and engineering fields. He stays in touch with the changing market dynamics and keeps his team informed about all the rising opportunities that can be beneficial for the project [40]. The scrum master is the team’s master. He establishes some ground rules and makes sure everybody follows them [41]. Also, he keeps in check the over-all working environment, protects the team from any outside intervention and takes care of the interests of his members. He holds scrum meetings daily where work-related issues are discussed, and practical solutions are offered [42].

The team has generally 3 to 9 members. Although the team size depends on the area of operations, but most studies suggest that a team size of 7 +/- 2 has more success rate [38]. Each member is highly qualified and trained for the task assigned [43]. While each member has the freedom to choose his own task, the team must ensure smooth execution of the process from initial phase to its final practical implementation in the market [44].

3.2. Research Model

In our research, we have developed the following model for the better understanding of the concept used in the research.

![Scrum Framework](image)

*Figure 1: Scrum Framework*
3.3. Variables Identification

**Extreme Programming:**

Extreme programming, an agile model, was invented by Kent Beck in the year of 1996. He then introduced his work on Extreme programming in a much sophisticated and advanced form in the shape of a book known as “Extreme Programming Explained”. It is quite simple, uncomplicated, and more adaptable methodology of development with the capacity to oversee unclear, ambiguous, or quickly varying requirements [26]. This model is well suited for teams of small or medium size [45]. Extreme Programming is a set of values, principles and practices which are implemented in an orderly fashion [46]. Such practices that proved useful in creating a high-quality software were taken to extreme hence the name Extreme programming. This agile model greatly emphasizes on user satisfaction. To tackle the defects and errors at early stages, frequent reports and partially done software releases are necessary. Lesser number of defects bring down the development cost and expenses and produce high quality product at such a low cost. Extreme programming overview is given in Fig. 2.

**XP Phases:**

There are six phases in Extreme Programming development process: Exploration, Planning, Iteration to release phase, Production, Maintenance and Death phase.

**Exploration Phase:**

This stage is the first step of Extreme Programming life cycle that manages product’s architectural development and requirements of the product. This stage describes client’s requirements, design and architecture, tools and software used. To schedule the release, a meetup is organized between client and the developer. The story cards are used by clients to compose user stories to present software requirements. The user story cards consist of story’s priority, a brief name and one to two paragraphs of non-technical text [47]. The user stories are supposed to be comprehensive and very much in detail to assist the developer to better grasp and comprehend system requirements and help furthermore with estimations. The time that is needed to execute a story is known as time estimation [48]. In case a story takes more time to execute then the customer can break that story down into rather small fragments of stories. During architectural spike metaphors are formed for the purpose of modeling architecture [49]. A Metaphor does not fulfill all the criteria of a whole architecture rather it is just a structure containing objects and their interfaces. Exploration stage has a duration of several weeks to several months.

**Planning Phase:**
Planning stage begins right after the exploration stage has completed and this second phase looks for the responses of two inquiries fundamentally:
Which parts can be formed within the deadline that consist of a business value?
What would be the strategy for the upcoming iteration?
Planning stage requires merely one or two days to finish if the exploration stage went well.
Utilizing the user stories tasks are drawn and composed on task cards during Planning. In Extreme programming planning is knowns as “Planning game” which is additionally carried out in two sections i.e., Iteration planning and Release planning [50].

**Release Planning:**

The main target of release planning is to discover the attributes required by the system and delivery plan of those attributes. In the meeting held for Release planning both the client and the developer take part. Release Planning is further sub divided into three stages: “exploration phase, commitment phase and steering phase” [47]. Story cards are written by the clients to find out the much-needed system attributes [51]. Then all these required attributes are arranged by their significance and for the latest release a smaller group of story cards is chosen. This is a continuous procedure that can be modified and changed by adding, erasing, combining, or breaking up a few stories [52].

**Iteration Planning:**

Every iteration usually begins with iteration planning. A plan is devised by developers of the tasks which implement required attributes of the latest release at this stage. During this phase the developer choses the activities that are to be carried out and evaluates the needed expense, time, and effort for the chosen activity [53]. These activities might be shared between the programmers to stabilize and adjust the load of the work.

**Iteration to Release Phase:**

This stage includes the fundamental development tasks like designing, coding, testing and integration. Every iteration may take 1-4 weeks. In the very first iteration those stories are chosen that design and consist of the architecture of the product. A pair of developers execute the activities chosen for the recent iteration. The developers choose an activity and then create a basic design to code it [54]. Functional testing is the next step after the completion of coding. In case the programmed code does not satisfy the needs then code refactoring is implied. Multiple iterations might be required for development to end. To monitor development process or to discuss any problems that may arise, standup meetings are held. The code is set for the next phase after the last iteration [55].

**Production Phase:**
Extreme programming releases small releases of the software as it an incremental process. Continuous release system in this model lets the system to be developed in iterations [56]. A cycle of release may contain many iterations and each iteration may be of one to four weeks of duration. This phase focuses on software delivery in small releases [57]. During production phase developers delay the speed of system evolution to avoid any risks.

**Maintenance Phase:**

Maintenance is a fundamental process for any software framework. In Extreme programming the software is updated and modified continuously for some time span. A new functionality is developed while the previous is still in use at this stage [58]. Those alterations that might hinder or cause issues with the production are terminated.

**Death Phase:**

Death phase is the last stage of Extreme programming. To arrive at death phase there are two possibilities. In first scenario the software is released when the built software contains all the required functionality, client satisfaction and zero stories. A record is kept in the shape of a short document of 5-10 pages in case it is needed in the future. In the second scenario “entropic death” of the software occurs and it would be wise to cease the development of the software [59].

### 4. DATA ANALYSIS

#### 4.1 XP Practices

Extreme programming has 12 practices. These practices make Extreme programming unique and stand out as compared to other software frameworks. During the development of the software these twelve practices are applied considering the principles of Extreme programming [60].

**Planning Game:** For additional planning requirements of the system are gathered on a story card. During planning game roles and size of the team, time and whole plan and agenda is laid out [61]. This practice is carried out in 2 sections i.e., release planning and iteration planning.

**Small Releases:** In each delivery a bunch of requirements are created that have a little business value [47]. These small releases make the product accessible and in reach of the client for analyzation and inspection.
**Metaphor:** It is the structural and architectural plan of the system that depicts how system should function. It is a vital method for the understanding of the system for developers [62].

**Simple Design:** This practice serves to be an incredible way to develop fundamental required functionality of the framework and steer clear of less important information. It centers around latest required attributes.

**Continuous Testing:** Continuous testing gives a speedy input and response. Unit testing and acceptance testing are utilized by Extreme Programming persistently.

**Refactoring:** Refactoring is rebuilding the framework without altering its behavior [61]. To improve the code quality, developers use this activity consistently.

**Pair Programming:** In extreme programming two software engineers code at one same machine. To build best quality software and a cheaper cost [63], pair programming is utilized since many defects are caught and rectified within a short span of time by the second programmer.

**Collective Ownership:** The concept of collective ownership of the code is such that any developer can have the approach to any piece of code whenever they desire to modify it [64]. By granting this permission of review by multiple programmers boosts the software’s quality.

**Continuous Integration:** By the time each task is finished the system integration is performed along with testing which lowers the chances of any integration issues and further enhances the quality [65].

**40-Hour Week:** It is a standard defined by Extreme programming that programmers are not allowed to work more than 40 hours a week. Extra working hours for programmers are not appreciated by this agile model as chances are exhausted and fatigued developers will make more errors.

**On-Site Customer:** A representative of the client is included in Extreme programming team and stays on site during all the process. This representative is a specialized professional who has the power to choose required attributes of the system, respond to the questions, and can lead the development process. Being on site helps to reduce the communication issues.
Coding Standards: There are a few coding standards that need to be followed in this agile model [66]. The ownership of the code is collective and can be approached and modified by any developer due to which coding standards need to be implied.

4.4 Comparison

Extreme programming and Scrum are very popular agile frameworks. To have a different view of these models a thorough comparison is done based on various factors and attributes. For this purpose [67] was considered and consulted. This comparison can be seen in ‘Table 1’

<table>
<thead>
<tr>
<th>Extreme Programming</th>
<th>Scrum</th>
</tr>
</thead>
<tbody>
<tr>
<td>It is Iterative and incremental</td>
<td>It is also Iterative and incremental</td>
</tr>
<tr>
<td>It has a small project size</td>
<td>Project size: All</td>
</tr>
<tr>
<td>The team consists of 2 to 10 members.</td>
<td>More than one team with less than 10 members</td>
</tr>
<tr>
<td>It has following team activities: Planning game, Pair programming, Collective code ownership etc.</td>
<td>No Team activities.</td>
</tr>
<tr>
<td>1 to 3 weeks is the sprint duration</td>
<td>Sprint duration is 4 weeks</td>
</tr>
<tr>
<td>-----------------------------------</td>
<td>---------------------------</td>
</tr>
<tr>
<td>Throughout the process there is</td>
<td>Not Specified</td>
</tr>
<tr>
<td>stakeholder’s involvement</td>
<td></td>
</tr>
<tr>
<td>Communication is done Orally,</td>
<td>Also Orally, through</td>
</tr>
<tr>
<td>through standup meetings</td>
<td>Scrum meeting</td>
</tr>
<tr>
<td>There is no project management</td>
<td>Project management is</td>
</tr>
<tr>
<td>Co-located teams</td>
<td>present</td>
</tr>
<tr>
<td>It focuses more on engineering</td>
<td>It focuses on management</td>
</tr>
<tr>
<td>factors</td>
<td>and productivity</td>
</tr>
<tr>
<td>It has a Quick response towards</td>
<td>Same as extreme</td>
</tr>
<tr>
<td>change</td>
<td>programming</td>
</tr>
<tr>
<td>For requirement gathering</td>
<td>Not specified</td>
</tr>
<tr>
<td>User stories and on-site customer</td>
<td></td>
</tr>
<tr>
<td>practices are utilized</td>
<td></td>
</tr>
<tr>
<td>Difference between different</td>
<td>Not specified</td>
</tr>
<tr>
<td>requirements is not specified</td>
<td></td>
</tr>
<tr>
<td>Documentation is Less</td>
<td>Same as Extreme</td>
</tr>
<tr>
<td>There is no upfront design document</td>
<td>programming</td>
</tr>
<tr>
<td>Development order is specified by</td>
<td>Development order is</td>
</tr>
<tr>
<td>the Customer</td>
<td>specified by the Scrum</td>
</tr>
<tr>
<td>The development style is adaptive</td>
<td>It is also adaptive for</td>
</tr>
<tr>
<td></td>
<td>Scrum</td>
</tr>
<tr>
<td>The Whole team has the access to</td>
<td>Not specified</td>
</tr>
<tr>
<td>code</td>
<td></td>
</tr>
<tr>
<td>Alteration during iterations is</td>
<td>Alteration during</td>
</tr>
<tr>
<td>allowed</td>
<td>iterations is not</td>
</tr>
<tr>
<td>Feedback can be given in minutes</td>
<td>Feedback can be</td>
</tr>
<tr>
<td>to months</td>
<td>delivered in over a</td>
</tr>
<tr>
<td>Unit testing, integration testing</td>
<td>month</td>
</tr>
<tr>
<td>and acceptance testing are performed</td>
<td>Not specified</td>
</tr>
<tr>
<td>There are no structured review</td>
<td>Same as extreme</td>
</tr>
<tr>
<td>meetings</td>
<td>programming</td>
</tr>
<tr>
<td>Functional Testing and Acceptance</td>
<td>Not specified</td>
</tr>
<tr>
<td>Testing are performed for</td>
<td></td>
</tr>
<tr>
<td>validation</td>
<td></td>
</tr>
<tr>
<td>Test first approach is carried out</td>
<td>Not specified</td>
</tr>
<tr>
<td>for QA</td>
<td></td>
</tr>
<tr>
<td>Coding Standards are properly</td>
<td>Coding standards are</td>
</tr>
<tr>
<td>defined</td>
<td>not defined</td>
</tr>
<tr>
<td>Software configuration practices</td>
<td>Software configuration</td>
</tr>
<tr>
<td>are not defined</td>
<td>practices are not</td>
</tr>
<tr>
<td>defined as well</td>
<td>defined as well</td>
</tr>
<tr>
<td>There is no support for distributed</td>
<td>Not defined</td>
</tr>
<tr>
<td>projects</td>
<td></td>
</tr>
<tr>
<td>No process management</td>
<td>No process management</td>
</tr>
</tbody>
</table>

### 5. DISCUSSION ON RESULTS

#### 5.1 XP Values

When Extreme programming practices are applied, there are five Extreme programming values that are focused on and they are simplicity, respect, courage, communication, and feedback.

*Simplicity:* Things are kept simple by this agile model like simple design, simple code and simple plan. Simple solutions are preferred, and no additional functionality is added unless the customer specifies otherwise [68]. Plain and minor repetition of Extreme programming aides in avoiding the risk of project distraction.
Communication: Among the team members, Extreme programming uses continuous and active communication instead of documentation [69]. Meanwhile all the team members and customers continuously communicate on site to find more appropriate and budget-friendly solutions to the problem.

Feedback: The feedback that spans on different time scales is used by Extreme programming. Rapid feedback about the developing software is provided by unit testing and integration testing which are performed daily. The project is kept on the right path by the help of feedback and communication. A distinguishing feature of Extreme programming which is presence of a customer on site aids in getting fast feedback about the developing software.

Courage: Courage is required for Extreme programming practices. It is sometimes required to rewrite the design or code that is completed after substantial effort. It also refers to making decisions that have never been made for the system before.

Respect: Another major value of Extreme programming introduced in [47] is respect. Respect for other members and self-respect is important which makes it possible to execute Extreme programming. The developers can be compelled to do high quality work by showing respect for work [70].

5.2 XP Roles

Seven roles of the team members with their qualities and responsibilities are defined by Extreme programming which they must execute within the team.

Programmer: The most important role in the Extreme programming team is that of a programmer. The main activity in Extreme programming performed by the programmer is coding. All these tasks are to be performed by the programmer hence there is no designer, architect, or analyst in this agile model’s team.

Customer: Another major member of the Extreme programming team who takes part in a dynamic role throughout the development process is the customer. He writes stories, derives functional tests, and henceforth verifies those tests.

Coach: A person acting as a coach should have management skills. His decision making and communication skills assist the team members to be on the right path.
Tracker: The tracker's duty is to collect metrics such as load factor and functional test scores regarding the project. After two to three days, the tracker gathers data from all the developers and records the time consumed on a task and the time still required to complete it. It is the tracker's duty to validate the iteration and commitment schedules that are realistic and can be met.

Tester: The tester's responsibility is to conduct and aid the customers in writing functional tests and verifying them [48]. A tester has very less to do as the unit testing is performed by the developers in the Extreme programming.

Consultant: Extreme programming team does not have a specialist however, in some cases when the team needs technical guidance from an expert, a consultant can be hired for a specific period. The solution of the problem is discussed with the consultant by two or more developers in a meeting.

Big Boss: He is a coordinator that has responsibilities of building the team, providing required resources, equipment, and tools of the project. The big boss needs to show determination while supporting the team's decision [49].

6. CONCLUSION AND RECOMMENDATIONS

Extreme Programming and Scrum are well known agile frameworks that are broadly utilized for small scale projects. Best practices of agile industry are utilized by these frameworks for software development. In this research a detailed description of various stages, practices and roles of these models is given. To have a better understanding of these frameworks a comparison is also carried out [53]. This detailed comparison can be extremely useful for all those researchers with an interest in such frameworks of agile. It is uncovered by this comparison that these models have many similarities and differences. A few dissimilar attributes of these models complement each other which can lead to experimentation with combining Scrum and Extreme programming for high quality software development.
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